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ABSTRACT
The delivery of programming courses online offers great promise to provide quality programming education in an accessible manner. However, it also introduces new challenges, including how to maintain course quality as the ratio of students to teaching staff increases. In particular, the provision of effective feedback, detailed course evaluations and the promotion of equity can all become more challenging as the size of a course increases. This work explores, integrates and develops potential data mining and artificial intelligence techniques that could be utilised to address these issues in the context of programming education.
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1. INTRODUCTION

In recent decades, online programming courses have become increasingly numerous, with a diverse range of languages being taught on a variety of platforms. Due to their online nature, these courses are highly accessible and available to a large number of students. In addition, they do not require teachers and students to be in close proximity, making them more robust to disruptions from global events, such as the COVID19 pandemic [1]. Considering these benefits, methods for increasing the effectiveness of these courses are of great significance, with the potential to benefit many thousands of students.

One important challenge in educational settings is ensuring there is effective information flow between teachers and students. In particular, there should firstly be a way for instruction and feedback to flow from teachers to students so that students can learn. In addition, there should also be a way for information about student understanding and progress to flow from students to teachers so that teachers can adapt and improve the instruction and feedback (referred to as “closing the loop” [3]). This challenge becomes increasingly significant in the context of online education, where teachers and students may not be in direct contact and there may be a large number of students per teacher.

Some approaches to improving information flow in online education have focused on opening communication channels between teachers and students. For example, discussion boards [16], one-on-one chats with tutors [7] and student surveys [17] all allow teachers to provide instruction to or receive feedback from students. One issue with these approaches, however, is that they can suffer from scalability issues. For example, as the ratio of students to teachers increases, it becomes more difficult for teachers to monitor every discussion board question, to engage in every chat or to carefully read all open-ended survey responses. In addition, approaches to dealing with this, such as making surveys quantitative, can limit the detail of the feedback.

Since direct communication channels for closing the loop can suffer from scalability issues, another approach is to introduce automated systems as interfaces between teachers and students. In particular, teachers can configure an automated system for providing instruction and feedback to students, thereby allowing information to flow from teachers to students. In addition, automated systems can be used to analyse student behaviour and report back information about student progress to teachers, which they can use to re-configure the system, forming a loop as shown in Figure 1. This model can then be extended to consider additional loops, such as between students and the feedback system. Such systems are a highly promising approach to providing scalable education to students.

This work focuses on addressing a few key challenges associated with this approach that are both particularly important in the context of programming education and also less developed in the field at large. In particular, it first considers automated feedback techniques, and how these can be integrated together to gain a coherent picture of the current state of the field. In addition, it develops new EDM techniques for analysing student behaviour in order to evaluate a course generally, and also in the context of equity. As such, this work acts as a step towards improving the scalability and effectiveness of online programming education.

2. CONTRIBUTIONS

2.1 HINTS: A Framework for Automated Hints
smaller steps, it becomes much easier to relate techniques to the closest solution to a student's program, and the second step is to then find edits from the student's program to that solution. Once hint techniques are considered as a series of smaller steps, they can then be fit into two categories: narrow-down and transformation steps. For example, in [14] the first step is to find the closest solution to a student’s program, and the second step is to then find edits from the student’s program to that solution. Once hint techniques are considered as a series of smaller steps, it becomes much easier to relate techniques to students experiencing difficulty on programming tasks. Such hints could include suggestions about where the student went wrong, how to proceed or concepts to revise.

A wide range of interesting techniques have been developed to provide automated hints to students, including hints that use data from peers, model solutions and test cases. In this way, programs with a similar functionality are clustered together, and it is possible to understand all possible programs in a cluster using a single sample program.

When undertaking a programming course, students are often presented with various programming exercises to complete in order to gain practical experience. Since students commonly find these tasks challenging, an important component of an automated feedback system is the ability to provide hints to students experiencing difficulty on programming tasks. Such hints could include suggestions about where the student went wrong, how to proceed or concepts to revise.

A wide range of interesting techniques have been developed to provide automated hints to students, including hints that use data from peers, model solutions and test cases. In this way, programs with a similar functionality are clustered together, and it is possible to understand all possible programs in a cluster using a single sample program. Since understanding the types of hint techniques that are available and how they fit together is an important step in understanding how beginner students behave during the first few exercises is of particular importance, since these students are more likely to make many mistakes, be least equipped to correct these mistakes and potentially be discouraged from the area if they experience too much difficulty.

The second contribution of this work is a technique for clustering beginner student programs in order to visualise trends in student behaviour when completing programming tasks. This technique, described in more detail in [12], involves first applying transformations to group logically equivalent programs. The resulting groups are then further combined if the structures of the programs in the groups are the same up to a customisable threshold and they pass the same test cases. In this way, programs with a similar functionality are clustered together, and it is possible to understand all possible programs in a cluster using a single sample program from the cluster.
After the clustering is performed, the clusters can be organised into a network with edges showing how students transition between clusters as they work on an exercise. Sequential pattern mining can also be performed to discover the most frequent transitions. This can then reveal information about where students experience difficulty (indicated by loops in the network) and the strategies they follow to complete an exercise. Example applications are also discussed in [12].

Planned extensions of this work include a more thorough evaluation beyond the case study in [12], and also an exploration of this technique in the context of equity, as discussed in Section 2.4.

2.3 DETECT: A General Clustering Technique for Temporal Trends in Student Behaviour

Many EDM techniques utilise clustering to understand student behaviour since clustering can condense highly complex information into simpler and more manageable subsets. This can allow the results to be more easily interpreted and thereby provide greater insight into student behaviour. However, while existing techniques can be readily applied to discover different types of student behaviour, it can often be more challenging to use them to discover particular behavioural trends in time. This is because the objective functions they use, which guide the cluster formation, often do not consider temporal information.

The third contribution of this work is DETECT (Detection of Educational Trends Elicited by Clustering Time-series data), a customisable hierarchical clustering algorithm for detecting trends in student behaviour over time. This algorithm, described in detail in [11], produces clusters similar in structure to a decision tree, with clusters defined by decision rules (e.g. a cluster may be all examples where the time taken was ≤ 5 mins and the student’s grade was A). To form these clusters, DETECT uses a customisable objective function, which governs the types of temporal trends that are found. For example, these could include behavioural changes between the start and end of a course, or behaviours that make an exercise stand out from the ones before and after it. The algorithm then works by recursively dividing the examples into subsets in the manner that maximises the objective function.

Some advantages of DETECT in an educational context are as follows:

1. It is applicable to a wide range of educational datasets. A core feature of educational courses is that they tend to have a repeating structure. For example, they may have a series of lectures, homework tasks, assignments, tutorials, readings or practice exercises, which each have a similar structure. As such, these courses can be divided into time steps with similar features, which is the type of data DETECT is applicable to. For example, time steps could be homework tasks and features could include the time taken and grade. This allows DETECT to be applied to a wide range of educational data set, including programming data.

2. The objective function is customisable and has few constraints. In [11], two different objective function examples are given: one for finding differences between the start and end of a course, and one for finding behaviours that characterise a particular exercise. However, this function can be customised to find other types of trends with minimal constraints (e.g. the function doesn’t need to be differentiable). This allows DETECT to be highly flexible.

3. The results are easy to interpret. Since the clusters are defined by decision rules, it is easy to understand exactly which examples belong to each cluster, thereby improving the interpretability of the results.

4. The algorithm is more robust to dependencies between features than traditional clustering methods, since the objective function can use temporal information to evaluate cluster quality. In particular, DETECT places higher weight on features that reveal interesting trends in time beyond what has already been found. As such, highly correlated features are penalised, making DETECT more robust to dependencies between features.

Planned extensions of this work include a deeper exploration into potential objective functions beyond the two discussed in [11] and a more thorough evaluation of the algorithm.

2.4 Adapting Techniques to Explore Equity Issues

One important issue when applying data mining techniques to student data is that patterns from under-represented groups can sometimes be obscured by collective trends. For example, if clustering is used to find the general types of student behaviour overall, this may obscure the potentially unique behaviour of subgroups, especially if they are small. As such, an important aspect of closing the loop between teachers and students is ensuring that analysis techniques not only provide information about the majority of students, but also minority groups.

The fourth contribution of this work is an exploration of equity issues in the context of programming education, and how the proposed techniques might be adapted to provide information about under-represented student groups. This work is still in progress, but so far has included:

1. an exploration of gender differences in enrolment and exercise completion rates in a series of programming courses, described in [10]. In particular, the courses were run for school students during a 5 week Python programming challenge in Australia in 2018, and included both block-based and text-based courses of different difficulty levels. In general, there were approximately twice as many male enrolments as female, but little difference in exercise completion rates between genders. Such an analysis acts not only as an important first step in understanding the nature of student differences in a course, but also as a baseline with which to compare data mining techniques.

2. adapting DETECT to consider gender and school grade differences among students in the lead up to them dropping out. [8] In particular, this involved selecting 10 evenly spaced out programming exercises for each student who dropped out (i.e. the first exercise they completed, the last exercise they completed and
8 equally spaced out exercises in between). These exercises could then be used as time periods that were relative to the students (i.e. time 1 was when he student first began, time 2 was 10% of the way through their interaction with the course, and time 10 was the last exercise they completed before dropping out). DETECT could then be applied to this data to see the largest changes in student behaviour approaching dropping out, which could then be filtered based on gender and school grade to observe differences in the lead up to dropout for different groups.

Planned extensions to this work include adapting the program clustering technique from Section 2.2 to consider equity, and to extend the analyses by considering data from consecutive years.

3. CONCLUSION

In the context of programming education, one approach to increasing information flow between teachers and students in a scalable manner is to introduce automated systems as interfaces between teachers and students. This work aims to address a few key theoretical challenges in working towards this, with a focus on the automated techniques necessitated by such an approach. In particular, it presents a framework for integrating automated programming hint techniques, two clustering techniques for analysing student behaviour and an exploration of how such techniques can be adapted to investigate equity issues. As such, it acts as a step towards increasing information flow between teachers and students in a scalable manner, with the ultimate aim of improving programming education.

4. ADVICE SOUGHT

Any general feedback on this work, including its contributions and the problems it addresses would be most welcome, particularly in the context of thesis writing. Additionally, any suggestions for improving the coherence or completeness of the work, or other ideas for improvement would be of great value. For context, this work has been conducted over 2.5 years of PhD study, with up to 1.5 years remaining.
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