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ABSTRACT

In the context of teaching programming, it is crucial for edu-
cators to have access to data regarding the learners’ behavior
within coding tools. Such data provides valuable insights
into how students approach problem-solving and develop
their programming skills, enabling improvements to teach-
ing practices. Moreover, it plays a critical role in conduct-
ing research experiments, testing prototypes, and validating
new ideas, providing a foundation for advancing educational
tools and methods. However, many existing tools tend to be
limited in terms of configurability and the types of data that
can be collected, often presenting a significant barrier to en-
try for educators. In order to address these challenges, the
KOALA tool was developed as a robust and configurable
solution for collecting programming data within JetBrains
integrated development environments (IDEs) developed by
JetBrains. The aim of this tutorial is to present the KOALA
tool, a plugin compatible with all JetBrains IDEs. This tool
is designed to facilitate the collection of detailed student
interaction data during the task-solving process, including
step-by-step code changes and IDE events. Furthermore, it
provides the capability to control and customize IDE set-
tings, such as disabling features like auto-completion, en-
abling researchers to create controlled experimental environ-
ments tailored to specific studies. The tutorial will provide a
practical demonstration of the tool’s capabilities by utilizing
it in an in-IDE programming course.
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1. INTRODUCTION

The collection of programming data within development en-
vironments has recently become increasingly significant [4,
3]. Such data serves a variety of purposes, including im-
proving development tools [14], analyzing user behavior and
interactions with system features [11], and advancing pro-
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gramming education [8]. In educational contexts, data col-
lection enables researchers and educators to explore how
students approach problem-solving tasks, how they interact
with programming tools, and how their programming skills
develop over time. These insights are critical for improving
programming education and creating better learning expe-
riences.

While tools and datasets for collecting programming data in
educational contexts are becoming increasingly available [12,
7, 3], significant gaps and limitations remain. Existing tools
often lack flexibility in their configuration, making it diffi-
cult to customize the learning environment or track specific
types of student behavior during experiments. For example,
they may not allow educators to adjust settings such as code
completion, syntax checking, or collection granularity.

To address these challenges, the KOALA tool [6] was re-
cently developed as a powerful and flexible extension [10] for
collecting programming data within JetBrains IDEs.! The
tutorial will focus primarily on the practical aspects, provid-
ing participants with a comprehensive overview of the tool,
guidance on configuration options, and hands-on experience
to customize the tool for their specific research needs. To
demonstrate the functionality of the configured tool and the
nature of the data it collects, participants will engage in solv-
ing an in-IDE course designed in the recently introduced in-
IDE learning format [2]. This hands-on experience will pro-
vide an in-depth understanding of one potential application
of the KOALA tool, as well as highlight the opportunities
offered by in-IDE courses for programming education. More
importantly, the tutorial will equip participants with the
knowledge required to leverage the tool not only for in-IDE
course development but also for a wide range of research
studies conducted within JetBrains IDEs.

2. BACKGROUND

This section provides an overview of the KOALA tool, which
will be used in the tutorial. Additionally, it introduces the
in-IDE learning format, which will serve as a practical exam-
ple to demonstrate the data collection and the capabilities
of the tool.

ntelliJ IDEA: https://www.jetbrains.com/idea/, Py-
Charm: https://www.jetbrains.com/pycharm/, CLion:
https://www.jetbrains.com/clion/
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Figure 1: Examples of data collected using KOALA: (1) activities performed in the IDE, such as running, debugging, etc., (2)
current student code, (3) opening, closing, and refocusing of files, (4) opened tool windows, and (5) survey data.

2.1 KOALA tool

The TaskTracker tool was previously introduced as a solu-
tion for tracking and collecting detailed data while studying
inside the IDE [10]. Specifically designed for use with Jet-
Brains IDEs, TaskTracker captures step-by-step code mod-
ifications and records a wide range of student actions, in-
cluding debugging, running programs, and copying or past-
ing code snippets. By collecting this detailed data, Task-
Tracker enables researchers to gain deeper insights into how
students approach problem-solving and programming tasks.
This makes the tool a valuable resource for conducting edu-
cational research, analyzing programming behavior, and un-
derstanding learning patterns. The insights gathered from
TaskTracker data contribute to the design of more effective
teaching strategies, curricula, and educational tools, thereby
enhancing programming education [13, 1, 9].

This tutorial presents an enhanced version of the TaskTracker
tool called KOALA [6], which incorporates significant im-
provements tailored for research purposes. The updated
version allows conducting controlled experiments directly
within the IDE. For example, it enables researchers to dy-
namically modify IDE settings while participants solve spe-
cific tasks, allowing for precise experimental conditions. Ad-
ditionally, the new version introduces a flexible configuration-
based approach instead of source-code modification, where
a set of configuration files define the tool’s behavior and the
experimental scenarios.

Finally, the data collected by the new version of the tool
is stored in a structured tabular format that ensures clar-
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ity and consistency. An example of the collected data can
be found in Figure 1. Additionally, the tool supports data
conversion into the widely-used ProgSnap2 format [5], en-
hancing compatibility with existing research workflows.

2.2 In-IDE learning

The in-IDE learning format was recently introduced as an in-
novative approach to teaching programming directly within
professional IDEs [2]. This format integrates all compo-
nents of the learning process, including theoretical content,
quizzes, and programming exercises, into the IDE. Currently,
there are over 50 courses available in this format across
various programming languages, including Java, JavaScript,
Python, and C++4. The format’s emphasis on extensive
student interaction with the IDE and its diverse features
present a valuable opportunity to demonstrate the capabil-
ities of the KOALA tool.

3. TUTORIAL GOALS

The tutorial introduces the KOALA tool that allows track-
ing the code that the students are writing in the editor and
the IDE features they are using, serving both as a data col-
lection tool and a platform for controlled experiments within
the IDE. This tool can be useful for researchers who want
to study the educational process in granular detail. We will
show how to set up and deploy the tool, collect the data in
real time and then analyze it to find valuable insights by
letting participants solve programming problems in a prede-
fined in-IDE course.



3.1 Prior to the Conference
Ahead of the conference, all necessary materials and re-

sources will be gathered, organized, and made available through

a dedicated website. This approach will provide partici-
pants with convenient access to the content both during the
tutorial and afterward. Furthermore, a pre-survey will be
conducted among all registered participants. This survey
is designed to collect information about participants’ prior
knowledge of the topics and their specific expectations for
the session. The insights gained from this process will en-
able the tutorial to be adapted to better suit the unique
needs of the audience, ensuring an interactive and engaging
experience for all.

3.2 During the Conference
Our tutorial session will be an interactive session split into
four parts, outlined below:

In the first part, we will provide participants with
an overview of the in-IDE learning format and the
KOALA tool to establish a better context for the au-
dience. By the end of this section, participants will be
familiar with the framework for the upcoming practical
part.

. In the second part of the tutorial, we will set up the
KOALA tool together with the audience. We will show
all available features of the tool and how to customize
it for the research needs. As the output of this part,
the participants will have a set of configuration files
that can be used for future research or adapted for
new studies.

In the third part of the tutorial, we will gather learner
data while navigating through a pre-made in-IDE course
within the pre-configured environment described ear-
lier. As we complete course assignments, we will en-
gage with various LLM-powered features designed to
assist learners in overcoming challenges. As a result,
participants will obtain data that is ready for analysis.

In the final part of the workshop, we will download
the KOALA data, process it, and conduct a simple
analysis. Participants will emerge from this section
with a compiled dataset that includes all step-by-step
changes and IDE interactions during their problem-
solving sessions, along with the insights gathered. An
example of such data can be found in Figure 1. We will
also show a way how to convert the gathered data to
the popular ProgSnap2 [5] format to use for the future
analysis.

We will have a short break after each part.
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