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Computer science and engineering undergraduates must develop problem-solving skills, which are particularly 
important when solving programming problems which use simple algorithms. Ideally these skills are developed 
in the early stages of learning programming, in particular during the first weeks or months of a student's first 
course. For complete beginners, problem solving and logical thinking are key to the development of 
programming skills. This article presents an initial proposal for a study of complete beginner programmers, i.e. 
students with no prior formal experience of programming. This research is particularly focused on the period in 
which students learn basic programming concepts to solve problems. The investigation will include the study 
and analysis of students’ interactions with tools and systems during the problem solving process. Data mining 
techniques will be used to uncover underlying patterns in the interactions. The goal is to exploit these patterns 
to enhance tutors’ teaching processes. 
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1. INTRODUCTION  
Students pursuing a bachelor’s degree in computer science or engineering must develop 
good problem-solving skills if they are to become competent programmers. These skills 
are best acquired in the early stages of learning programming, in particular during the 
first weeks or months of a student’s first course. Since this competence is essential for the 
success of future programming courses, the study of the development of this ability is 
important. 

2. RELATED WORK 
Most of the research in this field has compared novice and expert programmers, [Bateson 
et al 1984, du Boulay 1986, Schneiderman 1976, Weiser and Shertz 1983, Webb et al. 
1986, Mayer 1987] reporting on a variety of skills and knowledge based on the contrast 
between these groups. However, in the literature the concept of ‘novice programmer’ can 
be ambiguous: in some experiments novice programmers had no experience; while in 
others they had completed a couple of programming courses. Schneiderman [1976] 
proposed a classification of programmers in which the lowest category is ‘naive’, 
referring to students without any formal instruction in programming. Nowaczyk [1984] 
argued that knowledge of the approaches or procedures used by skilled programmers 
could be useful for teaching novice students. Alternatively, tutors could refine and utilise 
any basic strategies employed by complete beginner programmers.  
 



 

 
 

3. PROPOSAL  
In the early stages of learning the basic concepts of structured programming (inputs, 
outputs, assignments and control flow) a tutor typically uses pseudo code or flow charts. 
Some tutors prefer flow charts because they involve minimal coding and they also often 
use interactive tools that can facilitate better comprehension and easier testing. In an 
experiment conducted with students between 12 and 13 years of age, where interactions 
were recorded using an interactive tool, Kiesmüller found that it was possible to detect 
some patterns in the problem-solving process using the chronology of the interactions, 
[Kiesmüller 2009]. The proposal for this research is based on a study of the problem-
solving strategies that first-year undergraduate students use when they solve basic 
algorithmic problems. It is proposed to use a tool which allows students to create and test 
flow charts [Rodriguez et al 2009]. This tool will be adapted to record significant 
interactions during the problem solving process: time taken to complete an exercise, 
number of blocks used (added or deleted), expressions used in the blocks of the flow 
chart (conditions or assignments), testing and errors. Every interaction will be recorded 
with a time stamp to preserve the chronology of the problem-solving process. Based on a 
sample of 150 students completing 30 algorithmic exercises, a large number of 
interactions will be recorded. Therefore it will be possible to analyse these interactions 
using a data mining approach. Initially descriptive data mining techniques will be used to 
find frequent patterns, associations and classifications. Other patterns can later be 
extracted using the students’ profiles and interactions with other systems such as e-
learning platforms. This knowledge will then be used to attempt to improve the didactic 
practice of tutors when teaching basic programming concepts.   
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